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## Index

During my working experience in algoWatt s.p.a, I was employed to develop a very complete web application that were built with some of the advanced and challenging technologies currently used in these contexts. In this experience, I was involved in writing code for a large part of the components of the project, which I learned to manage and which enriched my knowledge. However, there was much more to discover about the entire web application.

The idea for this master thesis project was born from this industrial web application with the goal of studying the technologies used and test them in different conditions. My work was to develop a system that could handle and communicate with many **IOT devices** with the best performance possible, I also want to describe the procedures for the release of the web application and demonstrate the efficiency of them. For this last point was strictly necessary the use of a **Version control service**.

My work is divided in two branches that I can identify as **Backend** and **Frontend**, connected each other via the streaming bus. The Backend is the part that strictly operate with the IOT devices and collect data from them. Instead, the Frontend contains all the components dedicated to the interaction with the **final User**, which can check the entire system status and the detail of a single IOT device